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**Final Keyword In Java**

The final keyword in java is used to restrict the user. The java final keyword can be used in many contexts. Final can be:

1. variable
2. method
3. class

The final keyword can be applied with the variables, a final variable that have no value it is called blank final variable or uninitialized final variable. It can be initialized in the constructor only. The blank final variable can be static also which will be initialized in the static block only. We will have detailed learning of these. Let's first learn the basics of final keyword.

**Java final variable**

If you make any variable as final, you cannot change the value of final variable(It will be constant).

### **Example of final variable**

There is a final variable speedlimit, we are going to change the value of this variable, but It can't be changed because final variable once assigned a value can never be changed.

**class** Bike9{

**final** **int** speedlimit=90;//final variable

**void** run(){

  speedlimit=400;

 }

**public** **static** **void** main(String args[]){

 Bike9 obj=**new**  Bike9();

 obj.run();

 }

}//end of class

.

Output:Compile Time Error

**Java final method**

If you make any method as final, you cannot override it.

**Example of final method**

**class** Bike{

**final** **void** run(){System.out.println("running");}

}

**class** Honda **extends** Bike{

**void** run(){System.out.println("running safely with 100kmph");}

**public** **static** **void** main(String args[]){

   Honda honda= **new** Honda();

   honda.run();

   }

}

Output:Compile Time Error

**Java final class**

If you make any class as final, you cannot extend it.

**Example of final class**

**final** **class** Bike{}

**class** Honda1 **extends** Bike{

**void** run(){System.out.println("running safely with 100kmph");}

**public** **static** **void** main(String args[]){

  Honda1 honda= **new** Honda1();

  honda.run();

  }

}

Output:Compile Time Error

### **Is final method inherited?**

Ans) Yes, final method is inherited but you cannot override it. For Example:

**class** Bike{

**final** **void** run(){System.out.println("running...");}

}

**class** Honda2 **extends** Bike{

**public** **static** **void** main(String args[]){

**new** Honda2().run();

   }

}

Output:running...

### **What is blank or uninitialized final variable?**

A final variable that is not initialized at the time of declaration is known as blank final variable.

If you want to create a variable that is initialized at the time of creating object and once initialized may not be changed, it is useful. For example PAN CARD number of an employee.

It can be initialized only in constructor.

### Example of blank final variable

**class** Student{

**int** id;

String name;

**final** String PAN\_CARD\_NUMBER;

...

}

**Can we initialize blank final variable?**

Yes, but only in constructor. For example:

**class** Bike10{

**final** **int** speedlimit;//blank final variable

  Bike10(){

  speedlimit=70;

  System.out.println(speedlimit);

  }

**public** **static** **void** main(String args[]){

**new** Bike10();

 }

}

Output: 70

### **static blank final variable**

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

### **Example of static blank final variable**

**class** A{

**static** **final** **int** data;//static blank final variable

**static**{ data=50;}

**public** **static** **void** main(String args[]){

    System.out.println(A.data);

 }

}

### **What is final parameter?**

If you declare any parameter as final, you cannot change the value of it.

**class** Bike11{

**int** cube(**final** **int** n){

   n=n+2;//can't be changed as n is final

   n\*n\*n;

  }

**public** **static** **void** main(String args[]){

    Bike11 b=**new** Bike11();

    b.cube(5);

 }

}

Output: Compile Time Error

### **Can we declare a constructor final?**

No, because constructor is never inherited.

# static Keyword in Java

The **static keyword** in Java is mainly used for memory management. The static keyword in Java is used to share the same variable or method of a given class. The users can apply static keywords with variables, methods, blocks, and nested classes. The static keyword belongs to the class than an instance of the class. The static keyword is used for a constant variable or a method that is the same for every instance of a class.

**The *static* keyword is a non-access modifier in Java that is applicable for the following:**

1. Blocks
2. Variables
3. Methods
4. Classes

***Note:****To create a static member(block, variable, method, nested class), precede its declaration with the keyword static.*

### **Characteristics of static keyword:**

Here are some characteristics of the static keyword in Java:

* Shared memory allocation: Static variables and methods are allocated memory space only once during the execution of the program. This memory space is shared among all instances of the class, which makes static members useful for maintaining global state or shared functionality.
* Accessible without object instantiation: Static members can be accessed without the need to create an instance of the class. This makes them useful for providing utility functions and constants that can be used across the entire program.
* Associated with class, not objects: Static members are associated with the class, not with individual objects. This means that changes to a static member are reflected in all instances of the class, and that you can access static members using the class name rather than an object reference.
* Cannot access non-static members: Static methods and variables cannot access non-static members of a class, as they are not associated with any particular instance of the class.
* Can be overloaded, but not overridden: Static methods can be overloaded, which means that you can define multiple methods with the same name but different parameters. However, they cannot be overridden, as they are associated with the class rather than with a particular instance of the class.

When a member is declared static, it can be accessed before any objects of its class are created, and without reference to any object. For example, in the below java program, we are accessing static method *m1()* without creating any object of the *Test* class.

// Java program to demonstrate that a static member

// can be accessed before instantiating a class

**class** Test

{

    // static method

**static** **void** m1()

    {

        System.out.println("from m1");

    }

**public** **static** **void** main(String[] args)

    {

          // calling m1 without creating

          // any object of class Test

           m1();

    }

}

**Output**

from m1

### **Static blocks**

If you need to do the computation in order to initialize your **static variables**, you can declare a static block that gets executed exactly once, when the class is first loaded.

Consider the following java program demonstrating the use of static blocks.

|  |
| --- |
| // Java program to demonstrate use of static blocks    **class** Test  {      // static variable  **static** **int** a = 10;  **static** **int** b;        // static block  **static** {          System.out.println("Static block initialized.");          b = a \* 4;      }    **public** **static** **void** main(String[] args)      {         System.out.println("from main");         System.out.println("Value of a : "+a);         System.out.println("Value of b : "+b);      }  } |

**Output**

Static block initialized.

from main

Value of a : 10

Value of b : 40

### **Static variables**

When a variable is declared as static, then a single copy of the variable is created and shared among all objects at the class level. Static variables are, essentially, global variables. All instances of the class share the same static variable.

**Important points for static variables:**

* We can create static variables at the class level only.
* static block and static variables are executed in the order they are present in a program.
* Below is the Java program to demonstrate that static block and static variables are executed in the order they are present in a program.

|  |
| --- |
| // Java program to demonstrate execution  // of static blocks and variables    **class** Test  {      // static variable  **static** **int** a = m1();        // static block  **static** {          System.out.println("Inside static block");      }        // static method  **static** **int** m1() {          System.out.println("from m1");  **return** 20;      }        // static method(main !!)  **public** **static** **void** main(String[] args)      {         System.out.println("Value of a : "+a);         System.out.println("from main");      }  } |

**Output**

from m1

Inside static block

Value of a : 20

from main

### **Static methods**

When a method is declared with the static keyword, it is known as the static method. The most common example of a static method is the main( ) method. As discussed above, Any static member can be accessed before any objects of its class are created, and without reference to any object. Methods declared as static have several restrictions:

* They can only directly call other static methods.
* They can only directly access static data.

Below is the java program to demonstrate restrictions on static methods.

|  |
| --- |
| // Java program to demonstrate restriction on static methods    **class** Test  {      // static variable  **static** **int** a = 10;        // instance variable  **int** b = 20;        // static method  **static** **void** m1()      {          a = 20;          System.out.println("from m1");             // Cannot make a static reference to the non-static field b           b = 10; // compilation error             // Cannot make a static reference to the                   // non-static method m2() from the type Test           m2();  // compilation error             //  Cannot use super in a static context           System.out.println(**super**.a); // compiler error      }        // instance method  **void** m2()      {          System.out.println("from m2");      }        **public** **static** **void** main(String[] args)      {          // main method      }  } |

**Output:**

prog.java:18: error: non-static variable b cannot be referenced from a static context

b = 10; // compilation error

^

prog.java:22: error: non-static method m2() cannot be referenced from a static context

m2(); // compilation error

^

prog.java:25: error: non-static variable super cannot be referenced from a static context

System.out.println(super.a); // compiler error

^

prog.java:25: error: cannot find symbol

System.out.println(super.a); // compiler error

^

symbol: variable a

4 errors

### **When to use static variables and methods?**

Use the static variable for the property that is common to all objects. For example, in class Student, all students share the same college name. Use static methods for changing static variables.

Consider the following java program, that illustrates the use of static keywords with variables and methods.

// A java program to demonstrate use of

// static keyword with methods and variables

// Student class

**class** Student {

    String name;

**int** rollNo;

    // static variable

**static** String cllgName;

    // static counter to set unique roll no

**static** **int** counter = 0;

**public** Student(String name)

    {

**this**.name = name;

**this**.rollNo = setRollNo();

    }

    // getting unique rollNo

    // through static variable(counter)

**static** **int** setRollNo()

    {

        counter++;

**return** counter;

    }

    // static method

**static** **void** setCllg(String name) { cllgName = name; }

    // instance method

**void** getStudentInfo()

    {

        System.out.println("name : " + **this**.name);

        System.out.println("rollNo : " + **this**.rollNo);

        // accessing static variable

        System.out.println("cllgName : " + cllgName);

    }

}

// Driver class

**public** **class** StaticDemo {

**public** **static** **void** main(String[] args)

    {

        // calling static method

        // without instantiating Student class

        Student.setCllg("XYZ");

        Student s1 = **new** Student("Alice");

        Student s2 = **new** Student("Bob");

        s1.getStudentInfo();

        s2.getStudentInfo();

    }

}

**Output**

name : Alice

rollNo : 1

cllgName : XYZ

name : Bob

rollNo : 2

cllgName : XYZ

### **Static Classes**

A class can be made **static** only if it is a nested class. We cannot declare a top-level class with a static modifier but can declare [nested classes](https://www.geeksforgeeks.org/nested-classes-java/) as static. Such types of classes are called Nested static classes. Nested static class doesn’t need a reference of Outer class. In this case, a static class cannot access non-static members of the Outer class.

// A java program to demonstrate use

// of static keyword with Classes

**import** java.io.\*;

**public** **class** GFG {

**private** **static** String str = "GeeksforGeeks";

    // Static class

**static** **class** MyNestedClass {

        // non-static method

**public** **void** disp(){

          System.out.println(str);

        }

    }

**public** **static** **void** main(String args[])

    {

        GFG.MyNestedClass obj

            = **new** GFG.MyNestedClass();

        obj.disp();

    }

}

**Output**

GeeksforGeeks

|  |
| --- |
| **public** **class** ExampleClass {  **public** **static** **int** count = 0;  **public** **int** id;    **public** ExampleClass() {          count++;          id = count;      }    **public** **static** **void** printCount() {          System.out.println("Number of instances: " + count);      }    **public** **void** printId() {          System.out.println("Instance ID: " + id);      }    **public** **static** **void** main(String[] args) {          ExampleClass e1 = **new** ExampleClass();          ExampleClass e2 = **new** ExampleClass();          ExampleClass e3 = **new** ExampleClass();            e1.printId();          e2.printId();          e3.printId();            ExampleClass.printCount();      }  } |

**Output**

Instance ID: 1

Instance ID: 2

Instance ID: 3

Number of instances: 3

### **Advantages:**

* **Memory efficiency**: Static members are allocated memory only once during the execution of the program, which can result in significant memory savings for large programs.
* **Improved performance**: Because static members are associated with the class rather than with individual instances, they can be accessed more quickly and efficiently than non-static members.
* **Global accessibility:** Static members can be accessed from anywhere in the program, regardless of whether an instance of the class has been created.
* **Encapsulation**of utility methods: Static methods can be used to encapsulate utility functions that don’t require any state information from an object. This can improve code organization and make it easier to reuse utility functions across multiple classes.
* **Constants**: Static final variables can be used to define constants that are shared across the entire program.
* **Class-level functionality**: Static methods can be used to define class-level functionality that doesn’t require any state information from an object, such as factory methods or helper functions.

Overall, the static keyword is a powerful tool that can help to improve the efficiency and organization of your Java programs.

## Array of Objects in Java

Java is an object-oriented programming language. Most of the work done with the help of **objects**. We know that an array is a collection of the same data type that dynamically creates objects and can have elements of primitive types. Java allows us to store objects in an array. In [Java](https://www.javatpoint.com/java-tutorial), the class is also a user-defined data type. An array that conations **class type elements** are known as an **array of objects**. It stores the reference variable of the object.

![How to Create Array of Objects in Java](data:image/png;base64,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)

## Creating an Array of Objects

Before creating an array of objects, we must create an instance of the class by using the new keyword. We can use any of the following statements to create an array of objects.

**Syntax:**

ClassName obj[]=**new** ClassName[array\_length]; //declare and instantiate an array of objects

Or

ClassName[] objArray;

Or

ClassName objeArray[];

Suppose, we have created a class named Employee. We want to keep records of 20 employees of a company having three departments. In this case, we will not create 20 separate variables. Instead of this, we will create an array of objects, as follows.

1. Employee department1[20];
2. Employee department2[20];
3. Employee department3[20];

The above statements create an array of objects with 20 elements.

Let's create an array of objects in a [Java program](https://www.javatpoint.com/java-programs).

In the following program, we have created a class named Product and initialized an array of objects using the constructor. We have created a constructor of the class Product that contains product id and product name. In the main function, we have created individual objects of the class Product. After that, we have passed initial values to each of the objects using the constructor.

**ArrayOfObjects.java**

**public** **class** ArrayOfObjects

{

**public** **static** **void** main(String args[])

{

//create an array of product object

Product[] obj = **new** Product[5] ;

//create & initialize actual product objects using constructor

obj[0] = **new** Product(23907,"Dell Laptop");

obj[1] = **new** Product(91240,"HP 630");

obj[2] = **new** Product(29823,"LG OLED TV");

obj[3] = **new** Product(11908,"MI Note Pro Max 9");

obj[4] = **new** Product(43590,"Kingston USB");

//display the product object data

System.out.println("Product Object 1:");

obj[0].display();

System.out.println("Product Object 2:");

obj[1].display();

System.out.println("Product Object 3:");

obj[2].display();

System.out.println("Product Object 4:");

obj[3].display();

System.out.println("Product Object 5:");

obj[4].display();

}

}

//Product class with product Id and product name as attributes

**class** Product

{

**int** pro\_Id;

String pro\_name;

//Product class constructor

Product(**int** pid, String n)

{

pro\_Id = pid;

pro\_name = n;

}

**public** **void** display()

{

System.out.print("Product Id = "+pro\_Id + "  " + " Product Name = "+pro\_name);

System.out.println();

}

}

**Output:**

Product Object 1:

Product Id = 23907 Product Name = Dell Laptop

Product Object 2:

Product Id = 91240 Product Name = HP 630

Product Object 3:

Product Id = 29823 Product Name = LG OLED TV

Product Object 4:

Product Id = 11908 Product Name = MI Note Pro Max 9

Product Object 5:

Product Id = 43590 Product Name = Kingston USB

## Task 01

## Design a scenario where you have an array of Student objects representing student records in a class. Each Student object contains properties such as studentId, name, and grades (an array of integers representing grades obtained in different subjects). Create a problem where you need to implement a method to calculate the average grade for each student and then find the student with the highest average grade. The objective is to provide insights into student performance and identify the top performer in the class.

## Task 02

## Design a scenario where you have an array of Book objects representing books available in a library. Each Book object contains properties such as title, author, and genre. Create a problem where you need to implement a method to recommend a list of books to a library user based on their preferred genre. The objective is to personalize the user experience by suggesting books that align with their interests.

## Task 03

## Design a scenario where you have a BankAccount class representing individual bank accounts. Each BankAccount object contains properties such as accountNumber, balance, and transactionHistory. Create a problem where you need to implement methods for depositing and withdrawing funds from the account. Ensure that once a transaction is made (deposit or withdrawal), the balance property is finalized using the final keyword to prevent further modification. The objective is to maintain data consistency and prevent accidental changes to the account balance after transactions.

## Task 04

## Design a scenario where you have a Student class representing students in a school. Each Student object contains properties such as studentId, name, and grades (an array of integers representing grades obtained in different subjects). Create a problem where you need to implement methods for adding grades to the student's record and calculating the average grade. Use the final keyword to ensure that once the grades are calculated, they cannot be modified. The objective is to maintain the integrity of student grades and prevent accidental changes after calculation.

## Task 05

## Design a scenario where you have an Item class representing items in an inventory system. Each Item object contains properties such as itemId, name, quantity, and price. Create a problem where you need to implement a static method updateInventory in the InventoryManager class to handle inventory updates. This method should take parameters such as the itemId and the quantity to be added or subtracted. Ensure that the updateInventory method updates the quantity of the specified item in the inventory correctly, and the changes are reflected across all instances of the Item class. The objective is to demonstrate the use of the static keyword to manage shared data across all instances of a class in an inventory management system.

## Task 06

## Design a scenario where you have a Booking class representing individual flight bookings in a flight booking system. Each Booking object contains properties such as bookingNumber, passengerName, flightNumber, seatNumber, and bookingStatus. Create a problem where you need to implement a static method cancelBooking in the BookingManager class to handle booking cancellations for a specific flight. This method should take parameters such as the bookingNumber to be canceled. Ensure that the cancelBooking method cancels the specified booking correctly and updates the bookingStatus across all instances of the Booking class for the corresponding flight. The objective is to demonstrate the use of the static keyword to manage shared data across all instances of a class in a flight booking system.